**Winter Domain Camp Day 2**

**Student Name:** Isha **UID:** 22BCS13578

**Branch:** BE-CSE **Section/Group:** 22BCS\_IOT\_603-A

**Semester:** 5th **Date of Performance:**20th December, 2024

**Problem 1:** Majority Elements

Given an array nums of size n, return the majority element. The majority element is the element that appears more than ⌊n / 2⌋ times. You may assume that the majority element always exists in the array.

**Solution :**

#include <iostream>

#include <vector>

int majorityElement(const std::vector<int>& nums) {

int candidate = 0, count = 0;

// Phase 1: Find the candidate

for (int num : nums) {

if (count == 0) {

candidate = num;

count = 1;

} else if (num == candidate) {

count++;

} else {

count--;

}

}

// Phase 2: Verify the candidate (Optional since problem guarantees majority element)

count = 0;

for (int num : nums) {

if (num == candidate) {

count++;

}

}

if (count > nums.size() / 2) {

return candidate;

}

throw std::runtime\_error("No majority element found.");

}

int main() {

std::vector<int> nums = {2, 2, 1, 1, 1, 2, 2};

try {

std::cout << "Majority Element: " << majorityElement(nums) << std::endl;

} catch (const std::exception& e) {

std::cerr << e.what() << std::endl;

}

return 0;

}

**Output:**
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**Problem 2:** Pascal's Triangle

Given an integer numRows, return the first numRows of Pascal's triangle. In Pascal's triangle, each number is the sum of the two numbers directly above it

**Solution:**

#include <iostream>

#include <vector>

std::vector<std::vector<int>> generate(int numRows) {

std::vector<std::vector<int>> triangle(numRows);

for (int i = 0; i < numRows; ++i) {

triangle[i].resize(i + 1, 1);

for (int j = 1; j < i; ++j) {

triangle[i][j] = triangle[i - 1][j - 1] + triangle[i - 1][j];

}}

return triangle;}

int main() {

int numRows = 5; // Example input

auto result = generate(numRows);

for (const auto& row : result) {

for (int num : row) std::cout << num << " ";

std::cout << "\n";}

return 0;}

**Output:**
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**Problem 3: Single Number**

Given a non-empty array of integers nums, every element appears twice except for one. Find that single one. You must implement a solution with a linear runtime complexity and use only constant extra space.

**Solution:**

#include <iostream>

#include <vector>

int singleNumber(const std::vector<int>& nums) {

int result = 0;

for (int num : nums) {

result ^= num;

}

return result;

}

int main() {

std::vector<int> nums = {4, 1, 2, 1, 2}; // Example input

std::cout << "Single Number: " << singleNumber(nums) << std::endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 4:** Merge Two Sorted Lists

You are given the heads of two sorted linked lists list1 and list2. Merge the two lists into one sorted list. The list should be made by splicing together the nodes of the first two lists. Return the head of the merged linked list.

**Solution:**

#include <iostream>

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* mergeTwoLists(ListNode\* list1, ListNode\* list2) {

if (!list1) return list2;

if (!list2) return list1;

if (list1->val < list2->val) {

list1->next = mergeTwoLists(list1->next, list2);

return list1;

} else {

list2->next = mergeTwoLists(list1, list2->next);

return list2;

}

}

void printList(ListNode\* head) {

while (head) {

std::cout << head->val << " ";

head = head->next;

}

}

int main() {

ListNode\* list1 = new ListNode(1);

list1->next = new ListNode(2);

list1->next->next = new ListNode(4);

ListNode\* list2 = new ListNode(1);

list2->next = new ListNode(3);

list2->next->next = new ListNode(4);

ListNode\* mergedList = mergeTwoLists(list1, list2);

printList(mergedList);

return 0;

}

**Output:**
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**Problem 5: Linked List Cycle**.

Given head, the head of a linked list, determine if the linked list has a cycle in it. There is a cycle in a linked list if there is some node in the list that can be reached again by continuously following the next pointer. Internally, pos is used to denote the index of the node that tail's next pointer is connected to. Note that pos is not passed as a parameter. Return true if there is a cycle in the linked list. Otherwise, return false.

**Solution:**

#include <iostream>

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

bool hasCycle(ListNode\* head) {

if (!head) return false;

ListNode \*slow = head, \*fast = head;

while (fast && fast->next) {

slow = slow->next; // Move slow pointer by 1 step

fast = fast->next->next; // Move fast pointer by 2 steps

if (slow == fast) { // Cycle detected

return true;}}

return false; // No cycle}

int main() {

// Example 1: Creating a cycle in the list

ListNode\* head = new ListNode(3);

head->next = new ListNode(2);

head->next->next = new ListNode(0);

head->next->next->next = new ListNode(-4);

head->next->next->next->next = head->next; // Cycle starts at node with value 2

std::cout << "Has cycle: " << (hasCycle(head) ? "True" : "False") << std::endl;

return 0;

}

**Output:**
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**Problem 6:** Remove Element

Given an integer array nums sorted in non-decreasing order, remove the duplicates in-place such that each unique element appears only once. The relative order of the elements should be kept the same. Then return the number of unique elements in nums. Consider the number of unique elements of nums to be k, to get accepted, you need to do the following things: Change the array nums such that the first k elements of nums contain the unique elements in the order they were present in nums initially. The remaining elements of nums are not important as well as the size of nums. Return k.

# Solution:

#include <iostream>

#include <vector>

int removeDuplicates(std::vector<int>& nums) {

if (nums.empty()) return 0;

int k = 1; // Pointer for the next unique element

for (int i = 1; i < nums.size(); ++i) {

if (nums[i] != nums[i - 1]) {

nums[k++] = nums[i]; // Move the unique element to the front}}

return k; // Number of unique elements}

int main() {

std::vector<int> nums = {0,0,1,1,1,2,2,3,3,4};

int k = removeDuplicates(nums);

std::cout << "k = " << k << std::endl;

std::cout << "Modified array: ";

for (int i = 0; i < k; ++i) {

std::cout << nums[i] << " ";

}

std::cout << std::endl;

return 0;}

**Output:**

![](data:image/png;base64,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)

**Problem 7:** Baseball Game :

You are keeping the scores for a baseball game with strange rules. At the beginning of the game, you start with an empty record. You are given a list of strings operations, where operations[i] is the ith operation you must apply to the record and is one of the following: An integer x. Record a new score of x. '+'. Record a new score that is the sum of the previous two scores. 'D'. Record a new score that is the double of the previous score. 'C'. Invalidate the previous score, removing it from the record. Return the sum of all the scores on the record after applying all the operations. The test cases are generated such that the answer and all intermediate calculations fit in a 32-bit integer and that all operations are valid.

**Solution:**

#include <iostream>

#include <vector>

#include <string>

int calPoints(std::vector<std::string>& ops) {

std::vector<int> record;

for (const auto& op : ops) {

if (op == "C") {

record.pop\_back(); // Remove the last score

} else if (op == "D") {

record.push\_back(2 \* record.back()); // Double the last score

} else if (op == "+") {

record.push\_back(record[record.size() - 1] + record[record.size() - 2]); // Sum of last two scores

} else {

record.push\_back(std::stoi(op)); // Add the integer score

}

}

int total = 0;

for (int score : record) {

total += score;

}

return total;

}

int main() {

std::vector<std::string> ops = {"5","2","C","D","+"};

std::cout << "Total score: " << calPoints(ops) << std::endl; // Output: 30

return 0;

}Output:
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**Problem 8:** Container With Most Water

You are given an integer array height of length n. There are n vertical lines drawn such that the two endpoints of the ith line are (i, 0) and (i, height[i]). Find two lines that together with the x-axis form a container, such that the container contains the most water. Return the maximum amount of water a container can store.

**Solution:**

#include <iostream>

#include <vector>

int maxArea(std::vector<int>& height) {

int left = 0, right = height.size() - 1, maxArea = 0;

while (left < right) {

int width = right - left;

int h = std::min(height[left], height[right]);

maxArea = std::max(maxArea, width \* h);

if (height[left] < height[right]) {

++left;

} else {

--right;

}

}

return maxArea;

}

int main() {

std::vector<int> height = {1,8,6,2,5,4,8,3,7};

std::cout << "Max area: " << maxArea(height) << std::endl; // Output: 49

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 9:** Jump Game II

You are given a 0-indexed array of integers nums of length n. You are initially positioned at nums[0]. Each element nums[i] represents the maximum length of a forward jump from index i. In other words, if you are at nums[i], you can jump to any nums[i + j] where: 0 <= j <= nums[i] and i + j < n Return the minimum number of jumps to reach nums[n - 1]. The test cases are generated such that you can reach nums[n - 1].

**Solution:**

#include <iostream>

#include <vector>

int jump(std::vector<int>& nums) {

int n = nums.size();

int jumps = 0, farthest = 0, currentEnd = 0;

for (int i = 0; i < n - 1; ++i) {

farthest = std::max(farthest, i + nums[i]); // Update the farthest point we can reach

if (i == currentEnd) {

jumps++; // We make a jump when we reach the current end

currentEnd = farthest; // Move to the farthest point we can reach

if (currentEnd >= n - 1) break; // If we can reach the end, stop

}

}

return jumps;

}

int main() {

std::vector<int> nums1 = {2,3,1,1,4};

std::cout << "Minimum jumps: " << jump(nums1) << std::endl; // Output: 2

std::vector<int> nums2 = {2,3,0,1,4};

std::cout << "Minimum jumps: " << jump(nums2) << std::endl; // Output: 2

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 10:** Design Circular Queue

Calculate the sum of the digits of a given number n. For example, for the number 12345, the sum of the digits is 1+2+3+4+5=15. To solve this, you will need to extract each digit from the number and calculate the total sum.

**Solution:**

#include <iostream>

#include <vector>

class MyCircularQueue {

private:

std::vector<int> queue;

int front, rear, size, capacity;

public:

MyCircularQueue(int k) : queue(k), front(-1), rear(-1), size(0), capacity(k) {}

bool enQueue(int value) {

if (size == capacity) return false;

if (size == 0) front = 0;

rear = (rear + 1) % capacity;

queue[rear] = value;

size++;

return true;}

bool deQueue() {

if (size == 0) return false;

if (front == rear) front = rear = -1;

else front = (front + 1) % capacity;

size--;

return true;}

int Front() {

return size == 0 ? -1 : queue[front];}

int Rear() {

return size == 0 ? -1 : queue[rear];}

bool isEmpty() {

return size == 0;}

bool isFull() {

return size == capacity;}};

int main() {

MyCircularQueue q(3);

std::cout << q.enQueue(1) << std::endl; // True

std::cout << q.enQueue(2) << std::endl; // True

std::cout << q.enQueue(3) << std::endl; // True

std::cout << q.enQueue(4) << std::endl; // False (full)

std::cout << q.Rear() << std::endl; // 3

std::cout << q.isFull() << std::endl; // True

std::cout << q.deQueue() << std::endl; // True

std::cout << q.enQueue(4) << std::endl; // True

std::cout << q.Rear() << std::endl; // 4

return 0;}

**Output:**

![](data:image/png;base64,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)

**Problem 11:** Cherry Pickup II

You are given a rows x cols matrix grid representing a field of cherries where grid[i][j] represents the number of cherries that you can collect from the (i, j) cell. You have two robots that can collect cherries for you: Robot #1 is located at the top-left corner (0, 0), and Robot #2 is located at the top-right corner (0, cols - 1). Return the maximum number of cherries collection using both robots by following the rules below: From a cell (i, j), robots can move to cell (i + 1, j - 1), (i + 1, j), or (i + 1, j + 1). When any robot passes through a cell, It picks up all cherries, and the cell becomes an empty cell. When both robots stay in the same cell, only one takes the cherries. Both robots cannot move outside of the grid at any moment. Both robots should reach the bottom row in grid.

**Solution:**

#include <iostream>

#include <vector>

using namespace std;

class Solution {

public:

int cherryPickup(vector<vector<int>>& grid) {

int rows = grid.size(), cols = grid[0].size();

vector<vector<vector<int>>> dp(rows, vector<vector<int>>(cols, vector<int>(cols, -1)));

return dfs(0, 0, cols - 1, grid, dp);

}

private:

int dfs(int row, int col1, int col2, vector<vector<int>>& grid, vector<vector<vector<int>>>& dp) {

int rows = grid.size(), cols = grid[0].size();

if (col1 < 0 || col2 < 0 || col1 >= cols || col2 >= cols) return 0;

if (dp[row][col1][col2] != -1) return dp[row][col1][col2];

int cherries = grid[row][col1];

if (col1 != col2) cherries += grid[row][col2];

if (row < rows - 1) {

int maxCherries = 0;

for (int d1 = -1; d1 <= 1; d1++) {

for (int d2 = -1; d2 <= 1; d2++) {

maxCherries = max(maxCherries, dfs(row + 1, col1 + d1, col2 + d2, grid, dp));

}

}

cherries += maxCherries;

}

return dp[row][col1][col2] = cherries;

}

};

int main() {

Solution sol;

vector<vector<int>> grid1 = {{3,1,1},{2,5,1},{1,5,5},{2,1,1}};

cout << sol.cherryPickup(grid1) << endl; // Output: 24

vector<vector<int>> grid2 = {{1,0,0,0,0,0,1},{2,0,0,0,0,3,0},{2,0,9,0,0,0,0},{0,3,0,5,4,0,0},{1,0,2,3,0,0,6}};

cout << sol.cherryPickup(grid2) << endl; // Output: 28

return 0;

}

**Output:**
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**Problem 12:** Maximum Number of Darts Inside of a Circular Dartboard

Alice is throwing n darts on a very large wall. You are given an array darts where darts[i] = [xi, yi] is the position of the ith dart that Alice threw on the wall. Bob knows the positions of the n darts on the wall. He wants to place a dartboard of radius r on the wall so that the maximum number of darts that Alice throws lie on the dartboard. Given the integer r, return the maximum number of darts that can lie on the dartboard.

**Solution:**

#include <iostream>

#include <vector>

#include <cmath>

using namespace std;

class Solution {

public:

int numPoints(vector<vector<int>>& darts, int r) {

int maxCount = 1, n = darts.size();

for (int i = 0; i < n; ++i) {

for (int j = i + 1; j < n; ++j) {

double dx = darts[j][0] - darts[i][0], dy = darts[j][1] - darts[i][1];

double dist = sqrt(dx \* dx + dy \* dy);

if (dist > 2 \* r) continue;

double midX = (darts[i][0] + darts[j][0]) / 2.0, midY = (darts[i][1] + darts[j][1]) / 2.0;

double angle = sqrt(r \* r - (dist / 2) \* (dist / 2)), norm = dist ? r / dist : 0;

maxCount = max(maxCount, count(darts, midX - norm \* dy, midY + norm \* dx, r));

}

}

return maxCount;

}

private:

int count(const vector<vector<int>>& darts, double cx, double cy, int r) {

int c = 0;

for (auto& dart : darts)

if (pow(dart[0] - cx, 2) + pow(dart[1] - cy, 2) <= r \* r + 1e-7) ++c;

return c;

}

};

int main() {

Solution sol;

vector<vector<int>> darts = {{-2, 0}, {2, 0}, {0, 2}, {0, -2}};

cout << sol.numPoints(darts, 2) << endl; // Output: 4

}
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**Problem 13:** Design Skiplist

Design a Skiplist without using any built-in libraries. A skiplist is a data structure that takes O(log(n)) time to add, erase and search. Comparing with treap and red-black tree which has the same function and performance, the code length of Skiplist can be comparatively short and the idea behind Skiplists is just simple linked lists.

**Solution:**

#include <iostream>

#include <cstdlib>

#include <ctime>

#include <vector>

using namespace std;

// Node structure for Skiplist

struct Node {

int value;

vector<Node\*> forward; // Pointers to next nodes at each level

Node(int value, int level) : value(value), forward(level, nullptr) {}

};

// Skiplist class

class Skiplist {

private:

int maxLevel; // Maximum level for the skiplist

float probability; // Probability of promoting a node to a higher level

Node\* header; // Header node

// Random level generator function

int randomLevel() {

int level = 1;

while ((rand() % 2) < probability && level < maxLevel) {

level++;

}

return level;

}

public:

Skiplist(int maxLevel = 16, float probability = 0.5)

: maxLevel(maxLevel), probability(probability) {

header = new Node(-1, maxLevel); // Header node with a dummy value

}

// Search for a value in the Skiplist

bool search(int target) {

Node\* current = header;

for (int i = maxLevel - 1; i >= 0; --i) {

while (current->forward[i] != nullptr && current->forward[i]->value < target) {

current = current->forward[i];

}

}

current = current->forward[0];

return (current != nullptr && current->value == target);

}

// Insert a value into the Skiplist

void insert(int value) {

vector<Node\*> update(maxLevel, nullptr);

Node\* current = header;

for (int i = maxLevel - 1; i >= 0; --i) {

while (current->forward[i] != nullptr && current->forward[i]->value < value) {

current = current->forward[i];

}

update[i] = current;

}

current = current->forward[0];

if (current == nullptr || current->value != value) {

int level = randomLevel();

Node\* newNode = new Node(value, level);

for (int i = 0; i < level; ++i) {

newNode->forward[i] = update[i]->forward[i];

update[i]->forward[i] = newNode;

}

}

}

// Erase a value from the Skiplist

void erase(int value) {

vector<Node\*> update(maxLevel, nullptr);

Node\* current = header;

for (int i = maxLevel - 1; i >= 0; --i) {

while (current->forward[i] != nullptr && current->forward[i]->value < value) {

current = current->forward[i];

}

update[i] = current;

}

current = current->forward[0];

if (current != nullptr && current->value == value) {

for (int i = 0; i < maxLevel; ++i) {

if (update[i]->forward[i] != current) break;

update[i]->forward[i] = current->forward[i];

}

delete current;

}

}

// Print the Skiplist

void print() {

for (int i = 0; i < maxLevel; ++i) {

Node\* current = header->forward[i];

cout << "Level " << i << ": ";

while (current != nullptr) {

cout << current->value << " ";

current = current->forward[i];

}

cout << endl;

}

}

};

int main() {

srand(time(0)); // Seed for random level generation

Skiplist skiplist;

// Insert values into the Skiplist

skiplist.insert(30);

skiplist.insert(40);

skiplist.insert(50);

skiplist.insert(60);

skiplist.insert(70);

skiplist.insert(90);

// Print the Skiplist

cout << "Skiplist after insertions:" << endl;

skiplist.print();

// Insert additional values

skiplist.insert(80);

skiplist.insert(45);

cout << "Skiplist after adding 80 and 45:" << endl;

skiplist.print();

// Search for some values

cout << "Searching for 45: " << (skiplist.search(45) ? "Found" : "Not Found") << endl;

cout << "Searching for 100: " << (skiplist.search(100) ? "Found" : "Not Found") << endl;

// Erase a value

skiplist.erase(50);

cout << "Skiplist after removing 50:" << endl;

skiplist.print();

return 0;

}**Ouput:**
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**Problem 14:** All O`one Data Structure

Design a data structure to store the strings' count with the ability to return the strings with minimum and maximum counts. Implement the AllOne class: ● AllOne() Initializes the object of the data structure. ● inc(String key) Increments the count of the string key by 1. If key does not exist in the data structure, insert it with count 1. ● dec(String key) Decrements the count of the string key by 1. If the count of key is 0 after the decrement, remove it from the data structure. It is guaranteed that key exists in the data structure before the decrement. ● getMaxKey() Returns one of the keys with the maximal count. If no element exists, return an empty string "". ● getMinKey() Returns one of the keys with the minimum count. If no element exists, return an empty string "".

**Solution:**

#include <iostream>

#include <unordered\_map>

#include <string>

#include <list>

#include <map>

using namespace std;

class AllOne {

private:

// Hash map to store the count of each key

unordered\_map<string, int> keyCount;

// Map to store the strings by their counts, ordered by counts

map<int, list<string>> countKeys;

public:

AllOne() {}

// Increment the count of a string by 1

void inc(string key) {

int count = keyCount[key];

// Remove the key from its old count list

if (count > 0) {

countKeys[count].remove(key);

if (countKeys[count].empty()) {

countKeys.erase(count);}}

// Increment the count and add the key to the new count list

keyCount[key] = count + 1;

countKeys[count + 1].push\_back(key);}

// Decrement the count of a string by 1

void dec(string key) {

int count = keyCount[key];

// Remove the key from its current count list

countKeys[count].remove(key);

if (countKeys[count].empty()) {

countKeys.erase(count); }

// If count becomes 0, remove the key from keyCount

if (count == 1) {

keyCount.erase(key);

} else {

keyCount[key] = count - 1;

countKeys[count - 1].push\_back(key);}}

// Get the key with the maximum count

string getMaxKey() {

if (countKeys.empty()) return "";

// Get the last element (maximum count)

return countKeys.rbegin()->second.front();

}

// Get the key with the minimum count

string getMinKey() {

if (countKeys.empty()) return "";

// Get the first element (minimum count)

return countKeys.begin()->second.front();

}

};

int main() {

AllOne allOne;

allOne.inc("hello");

allOne.inc("hello");

cout << "Max Key: " << allOne.getMaxKey() << endl; // "hello"

cout << "Min Key: " << allOne.getMinKey() << endl; // "hello"

allOne.inc("leet");

cout << "Max Key: " << allOne.getMaxKey() << endl; // "hello"

cout << "Min Key: " << allOne.getMinKey() << endl; // "leet"

allOne.dec("hello");

cout << "Max Key: " << allOne.getMaxKey() << endl; // "hello"

cout << "Min Key: " << allOne.getMinKey() << endl; // "leet"

allOne.dec("leet");

cout << "Max Key: " << allOne.getMaxKey() << endl; // "hello"

cout << "Min Key: " << allOne.getMinKey() << endl; // "hello"

return 0;

}

**Output:**
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**Problem 15:** Find Minimum Time to Finish All Jobs

You are given an integer array jobs, where jobs[i] is the amount of time it takes to complete the ith job.There are k workers that you can assign jobs to. Each job should be assigned to exactly one worker. The working time of a worker is the sum of the time it takes to complete all jobs assigned to them. Your goal is to devise an optimal assignment such that the maximum working time of any worker is minimized. Return the minimum possible maximum working time of any assignment.

Solution:

#include <iostream>

#include <vector>

#include <numeric>

#include <algorithm>

using namespace std;

// Helper function to check if we can distribute jobs with max workload <= mid

bool canAssignJobs(const vector<int>& jobs, int k, int mid) {

int currentSum = 0;

int workersUsed = 1; // Start with one worker

for (int job : jobs) {

if (currentSum + job > mid) {

// Need a new worker since current worker cannot take this job

workersUsed++;

currentSum = job;

if (workersUsed > k) return false; // More workers than allowed

} else {

currentSum += job;

}

}

return true;

}

int minimumTimeRequired(vector<int>& jobs, int k) {

int left = \*max\_element(jobs.begin(), jobs.end()); // Max job time

int right = accumulate(jobs.begin(), jobs.end(), 0); // Sum of all jobs

while (left < right) {

int mid = left + (right - left) / 2;

if (canAssignJobs(jobs, k, mid)) {

right = mid; // Try for a smaller max workload

} else {

left = mid + 1; // Increase the allowed max workload

}

}

return left;

}

int main() {

vector<int> jobs = {3, 2, 3};

int k = 3;

cout << "Minimum maximum time: " << minimumTimeRequired(jobs, k) << endl;

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Problem 16:** Minimum Number of People to Teach:

On a social network consisting of m users and some friendships between users, two users can communicate with each other if they know a common language. You are given an integer n, an array languages, and an array friendships where: There are n languages numbered 1 through n, languages[i] is the set of languages the ith user knows, and friendships[i] = [ui, vi] denotes a friendship between the users ui and vi. You can choose one language and teach it to some users so that all friends can communicate with each other. Return the minimum number of users you need to teach. Note that friendships are not transitive, meaning if x is a friend of y and y is a friend of z, this doesn't guarantee that x is a friend of z.

**Solution:**

#include <iostream>

#include <vector>

#include <unordered\_set>

#include <unordered\_map>

using namespace std;

class UnionFind {

public:

UnionFind(int n) {

parent.resize(n);

size.resize(n, 1);

for (int i = 0; i < n; ++i) parent[i] = i;

}

int find(int u) {

if (parent[u] != u) {

parent[u] = find(parent[u]); // Path compression

}

return parent[u];

}

void unionSets(int u, int v) {

int rootU = find(u);

int rootV = find(v);

if (rootU != rootV) {

if (size[rootU] < size[rootV]) swap(rootU, rootV);

parent[rootV] = rootU;

size[rootU] += size[rootV];

}

}

private:

vector<int> parent;

vector<int> size;

};

int minimumTeachings(int n, vector<vector<int>>& languages, vector<vector<int>>& friendships) {

int m = languages.size(); // Number of users

// Step 1: Union-Find initialization for users

UnionFind uf(m);

// Step 2: Union users who share a common language

unordered\_map<int, vector<int>> languageUsers;

for (int i = 0; i < m; ++i) {

for (int lang : languages[i]) {

languageUsers[lang].push\_back(i);

}

}

// Union users based on shared languages

for (auto& [lang, users] : languageUsers) {

for (int i = 0; i < users.size(); ++i) {

for (int j = i + 1; j < users.size(); ++j) {

uf.unionSets(users[i], users[j]);

}

}

}

// Step 3: Union users based on friendships

for (auto& friendship : friendships) {

int u = friendship[0] - 1;

int v = friendship[1] - 1;

if (uf.find(u) != uf.find(v)) {

uf.unionSets(u, v);

}

}

// Step 4: Find the connected components and check if they can communicate

unordered\_map<int, unordered\_set<int>> components;

for (int i = 0; i < m; ++i) {

int root = uf.find(i);

for (int lang : languages[i]) {

components[root].insert(lang);

}

}

// Step 5: Determine how many users need to be taught a new language

int result = 0;

for (auto& [component, langs] : components) {

// If no language is shared among users in this component, we need to teach at least one user

if (langs.empty()) {

result++;

}

}

return result;

}

int main() {

vector<vector<int>> languages1 = {{1}, {2}, {1, 2}};

vector<vector<int>> friendships1 = {{1, 2}, {1, 3}, {2, 3}};

int n1 = 2;

cout << "Minimum number of users to teach: " << minimumTeachings(n1, languages1, friendships1) << endl;

vector<vector<int>> languages2 = {{2}, {1, 3}, {1, 2}, {3}};

vector<vector<int>> friendships2 = {{1, 4}, {1, 2}, {3, 4}, {2, 3}};

int n2 = 3;

cout << "Minimum number of users to teach: " << minimumTeachings(n2, languages2, friendships2) << endl;

return 0;

}

**Output:**
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**Problem 17:** Count Ways to Make Array With Product

You are given a 2D integer array, queries. For each queries[i], where queries[i] = [ni, ki], find the number of different ways you can place positive integers into an array of size ni such that the product of the integers is ki. As the number of ways may be too large, the answer to the ith query is the number of ways modulo 109 + 7. Return an integer array answer where answer.length == queries.length, and answer[i] is the answer to the ith query.

**Solution:**

#include <iostream>

#include <vector>

#include <cmath>

const int MOD = 1e9 + 7;

const int MAXN = 10000;

// Precompute factorials and modular inverses using Fermat's Little Theorem

std::vector<long long> factorial(MAXN + 1), inv\_factorial(MAXN + 1);

// Function to compute x^y % MOD

long long mod\_exp(long long x, long long y, long long mod) {

long long result = 1;

while (y > 0) {

if (y % 2 == 1) result = (result \* x) % mod;

x = (x \* x) % mod;

y /= 2;

}

return result;

}

// Function to precompute factorials and their inverses

void precompute() {

factorial[0] = inv\_factorial[0] = 1;

for (int i = 1; i <= MAXN; ++i) {

factorial[i] = (factorial[i - 1] \* i) % MOD;

}

inv\_factorial[MAXN] = mod\_exp(factorial[MAXN], MOD - 2, MOD); // Using Fermat's little theorem

for (int i = MAXN - 1; i >= 1; --i) {

inv\_factorial[i] = (inv\_factorial[i + 1] \* (i + 1)) % MOD;

}

}

// Function to compute binomial coefficient C(n, k) % MOD

long long binomial(int n, int k) {

if (k > n || k < 0) return 0;

return (factorial[n] \* inv\_factorial[k] % MOD) \* inv\_factorial[n - k] % MOD;

}

// Function to get the prime factorization of a number

std::vector<std::pair<int, int>> prime\_factors(int k) {

std::vector<std::pair<int, int>> factors;

for (int i = 2; i \* i <= k; ++i) {

if (k % i == 0) {

int count = 0;

while (k % i == 0) {

k /= i;

count++;

}

factors.push\_back({i, count});

}

}

if (k > 1) {

factors.push\_back({k, 1});

}

return factors;

}

// Function to solve each query

long long solve(int n, int k) {

// Prime factorize k

auto factors = prime\_factors(k);

long long result = 1;

for (const auto& factor : factors) {

int prime = factor.first;

int exponent = factor.second;

// Calculate number of ways to split exponent of this prime into n parts

result = (result \* binomial(exponent + n - 1, n - 1)) % MOD;

}

return result;

}

std::vector<int> waysToPlaceIntegers(std::vector<std::vector<int>>& queries) {

precompute(); // Precompute factorials and inverses

std::vector<int> result;

for (auto& query : queries) {

int n = query[0];

int k = query[1];

result.push\_back(solve(n, k));

}

return result;

}

int main() {

// Example usage

std::vector<std::vector<int>> queries1 = {{2, 6}, {5, 1}, {73, 660}};

std::vector<int> result1 = waysToPlaceIntegers(queries1);

for (int r : result1) {

std::cout << r << " ";

}

std::cout << std::endl;

std::vector<std::vector<int>> queries2 = {{1, 1}, {2, 2}, {3, 3}, {4, 4}, {5, 5}};

std::vector<int> result2 = waysToPlaceIntegers(queries2);

for (int r : result2) {

std::cout << r << " ";

}

std::cout << std::endl;

return 0;

}

**Output:**
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**Problem 18:** Maximum Twin Sum of a Linked List

In a linked list of size n, where n is even, the ith node (0-indexed) of the linked list is known as the twin of the (n-1-i)th node, if 0 <= i <= (n / 2) - 1. ● For example, if n = 4, then node 0 is the twin of node 3, and node 1 is the twin of node 2. These are the only nodes with twins for n = 4. The twin sum is defined as the sum of a node and its twin. Given the head of a linked list with even length, return the maximum twin sum of the linked list.

**Code:**

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

// Definition for singly-linked list.

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

class Solution {

public:

int pairSum(ListNode\* head) {

// Step 1: Store the values of the linked list in a vector

vector<int> values;

ListNode\* current = head;

// Traverse the linked list and add each node's value to the vector

while (current != nullptr) {

values.push\_back(current->val);

current = current->next;

}

// Step 2: Calculate the maximum twin sum

int n = values.size();

int maxTwinSum = 0;

// Iterate over the first half of the list and calculate twin sums

for (int i = 0; i < n / 2; ++i) {

int twinSum = values[i] + values[n - 1 - i];

maxTwinSum = max(maxTwinSum, twinSum);

}

return maxTwinSum;

}

};

// Helper function to create a linked list from a vector

ListNode\* createList(const vector<int>& nums) {

ListNode\* head = new ListNode(nums[0]);

ListNode\* current = head;

for (int i = 1; i < nums.size(); ++i) {

current->next = new ListNode(nums[i]);

current = current->next;

}

return head;

}

int main() {

// Example 1

vector<int> input1 = {5, 4, 2, 1};

ListNode\* head1 = createList(input1);

Solution sol;

cout << "Max Twin Sum: " << sol.pairSum(head1) << endl; // Output: 6

// Example 2

vector<int> input2 = {4, 2, 2, 3};

ListNode\* head2 = createList(input2);

cout << "Max Twin Sum: " << sol.pairSum(head2) << endl; // Output: 7

// Example 3

vector<int> input3 = {1, 100000};

ListNode\* head3 = createList(input3);

cout << "Max Twin Sum: " << sol.pairSum(head3) << endl; // Output: 100001

return 0;

}

**Output:**
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**Problem 19:** Insert Greatest Common Divisors in Linked List

Given the head of a linked list head, in which each node contains an integer value. Between every pair of adjacent nodes, insert a new node with a value equal to the greatest common divisor of them. Return the linked list after insertion. The greatest common divisor of two numbers is the largest positive integer that evenly divides both numbers.

**Solution:**

#include <iostream>

#include <vector> // Include the vector header

#include <algorithm>

using namespace std;

// Definition for singly-linked list.

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

class Solution {

public:

// Function to compute GCD of two numbers

int gcd(int a, int b) {

while (b != 0) {

int temp = b;

b = a % b;

a = temp;

}

return a;

}

// Function to insert GCD nodes between each pair of adjacent nodes

ListNode\* insertGreatestCommonDivisors(ListNode\* head) {

// Edge case: If the list is empty or has only one node, no insertion is needed

if (!head || !head->next) return head;

ListNode\* current = head;

// Traverse the list

while (current && current->next) {

int gcdValue = gcd(current->val, current->next->val); // Calculate the GCD

ListNode\* newNode = new ListNode(gcdValue); // Create a new node with the GCD value

newNode->next = current->next; // Link the new node to the next node

current->next = newNode; // Link the current node to the new node

current = newNode->next; // Move to the next pair of nodes

}

return head;

}

};

// Helper function to create a linked list from a vector

ListNode\* createList(const vector<int>& values) {

if (values.empty()) return nullptr;

ListNode\* head = new ListNode(values[0]);

ListNode\* current = head;

for (int i = 1; i < values.size(); ++i) {

current->next = new ListNode(values[i]);

current = current->next;

}

return head;

}

// Helper function to print the linked list

void printList(ListNode\* head) {

while (head) {

cout << head->val;

if (head->next) cout << " -> ";

head = head->next;

}

cout << endl;

}

int main() {

Solution sol;

// Test case 1

vector<int> values1 = {18, 6, 10, 3};

ListNode\* head1 = createList(values1);

ListNode\* result1 = sol.insertGreatestCommonDivisors(head1);

printList(result1); // Expected: 18 -> 6 -> 6 -> 2 -> 10 -> 1 -> 3

// Test case 2

vector<int> values2 = {7};

ListNode\* head2 = createList(values2);

ListNode\* result2 = sol.insertGreatestCommonDivisors(head2);

printList(result2); // Expected: 7

return 0;

}

**Output:**
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